PRACTICAL – 3

=>INHERITANCE<=

PROGRAM -1

AIM- WAPP FOR SINGLE INHERITANCE

CODE-

|  |
| --- |
| """  This program demonstrates inheritance in Python  """  print("HARSH D")  # Define the parent class  class parent:  def fun1(self):  """  This method prints a message indicating that it belongs to the parent class  """  print("This is the parent Class")  # Define the child class that inherits from the parent class  class child(parent):  def fun2(self):  """  This method prints a message indicating that it belongs to the child class  """  print("This is Child CLass")  # Create an instance of the child class and call its methods  object=child()  object.fun1()  object.fun2() |
| OUTPUT- |

PROGRAM -2

AIM- WAPP FOR MULTIPLE INHERITANCE

CODE-

|  |
| --- |
| print("HARSH D")  class parent1():  '''  This is the parent1 class which has a method fun1  '''  def fun1(self):  # Method to print a message  print("This is Parent 1")  class parent2():  '''  This is the parent2 class which has a method fun2  '''  def fun2(self):  # Method to print a message  print("This is Parent 2")  class child(parent1,parent2):  '''  This is the child class inheriting from parent1 and parent2  '''  def fun3(self):  # Method to print a message  print("This is a Child Class Calling Parent 1 & Parent 2")  obj=child()  obj.fun1()  obj.fun2()  obj.fun3() |
| OUTPUT- |

PROGRAM -3

AIM- WAPP FOR MULTILEVEL INHERITANCE

CODE-

|  |
| --- |
| print("HARSH D")  class Grandparent():  """  This is the Grandparent class  """  def fun1(self):  """  This method prints a message for Grandparent  """  print("This is Grandparent")  class Parent(Grandparent):  """  This is the Parent class  """  def fun2(self):  """  This method prints a message for Parent  """  print("This is Parent")  class child(Parent):  """  This is the child class  """  def fun3(self):  """  This method prints a message for child  """  print("This is child")  # Creating objects and calling methods  obj = child()  obj.fun1()  obj.fun2()  obj.fun3()  object = Parent()  object.fun1()  object.fun2()  object1 = Grandparent()  object1.fun1() |
| OUTPUT- |

PROGRAM -4

AIM- WAPP FOR **Hierarchical Inheritance:** INHERITANCE

CODE-

|  |
| --- |
| print("HARSH D")  class Parent():    def fun1(self):      """      This is the fun1 method of the Parent class      """      print("This is parent class")  class Child1(Parent):    def fun2(self):      """      This is the fun2 method of the Child1 class      """      print("This is child1 class")  class Child2(Parent):    def fun3(self):       """       This is the fun3 method of the Child2 class       """       print("This is child2 class")  class Child3(Parent):    def fun4(self):      """      This is the fun4 method of the Child3 class      """      print("This is child3 class")    object=Child1()  object.fun1()  object.fun2()  object=Child2()  object.fun1()  object.fun3()  object=Child3()  object.fun1()  object.fun4() |
| OUTPUT- |

PROGRAM -5

AIM- WAPP FOR **Hybrid Inheritance:** INHERITANCE

CODE-

|  |
| --- |
| # This code defines a Parent class and multiple Child classes that inherit from the Parent class.  print("HARSH D")  class Parent:    def fun1(self):      """      This method represents the functionality of the parent class.      """      print("This is parent class")  class Child1(Parent):    def fun2(self):      """      This method represents the functionality of the child1 class.      """      print("This is child1 class")  class Child2(Parent):    def fun3(self):      """      This method represents the functionality of the child2 class.      """      print("This is child2 class")  class Child3(Parent):    def fun4(self):      """      This method represents the functionality of the child3 class.      """      print("This is child3 class")  class HybridChild(Child1, Child2):    """    This class inherits from both Child1 and Child2 classes.    """    pass  object = HybridChild()  object.fun1()  object.fun2()  object.fun3() |
| OUTPUT- |

PROGRAM -6

AIM- WAPP FOR SUPER FUNCTION

CODE- OUTPUT-

|  |
| --- |
| class employee():    """    This class represents an employee with attributes name, id, and address    """    print("HARSH D")    def \_\_init\_\_(self,name,id,address):      self.name = name  # Initialize the name      self.id = id      # Initialize the id      self.address = address  # Initialize the address  class tempemployee(employee):    """    This class represents a temporary employee, inherits from employee, and adds the attribute email    """    def \_\_init\_\_(self,name,id,address,email):      super().\_\_init\_\_(name,id,address)  # Call the base class constructor      self.email = email  # Initialize the email  object = tempemployee("Ram","1","Bangalore","oqibz@example.com")  print(object.name)  # Print the name  print(object.id)    # Print the id  print(object.address)  # Print the address  print(object.email)  # Print the email  object.id = "2"    # Update the id  object.name = "Shyam"  # Update the name  object.address = "Chennai"  # Update the address  object.email = "tugrp@example.com"  # Update the email  print("Name = ",object.name)  # Print the updated name  print("ID = ",object.id)  # Print the updated id  print("Address = ",object.address)  # Print the updated address  print("Email = ",object.email)  # Print the updated email |

PROGRAM -7

AIM- WAPP FOR SUPER FUNCTION WITH HAVING A SHAPE CLASS ,CIRCLE CLASS,RECTANGLE CLASS WITH THEIR PROPER CALCULATION [INPUT FROM USER].

CODE-

|  |
| --- |
| """  This program defines classes to represent shapes and calculates their areas.  """  # Displaying a name  print("HARSH D")  # Defining the shape class  class shape():    def \_\_init\_\_(self, color):      """      Initializes the shape with a color      """      self.color = input("Enter the color: ")  # Get user input for color    def calculate\_area(self):      """      Calculates the area of the shape (not implemented in this base class)      """      pass  # Defining the circle class which inherits from shape  class circle(shape):    def \_\_init\_\_(self, color, radius):      """      Initializes the circle with a color and radius      """      super().\_\_init\_\_(color)  # Call the shape class constructor      self.radius = int(input("Enter the radius for circle: "))  # Get user input for radius    def calculate\_area(self):      """      Calculates the area of the circle      """      self.area = 3.14 \* self.radius \* self.radius  # Calculate the area of the circle  # Defining the Rectangle class which inherits from shape  class Rectangle(shape):    def \_\_init\_\_(self, color, length, width):      """      Initializes the rectangle with a color, length, and width      """      super().\_\_init\_\_(color)  # Call the shape class constructor      self.length = int(input("Enter the length for rectangle: "))  # Get user input for length      self.width = int(input("Enter the width for rectangle: "))  # Get user input for width    def calculate\_area(self):      """      Calculates the area of the rectangle      """      self.area = self.length \* self.width  # Calculate the area of the rectangle  # Defining the Triangle class which inherits from shape  class Triangle(shape):    def \_\_init\_\_(self, color, base, height):      """      Initializes the triangle with a color, base, and height      """      super().\_\_init\_\_(color)  # Call the shape class constructor      self.base = int(input("Enter the base for triangle: "))  # Get user input for base      self.height = int(input("Enter the height for triangle: "))  # Get user input for height    def calculate\_area(self):      """      Calculates the area of the triangle      """      self.area = 0.5 \* self.base \* self.height  # Calculate the area of the triangle  # Create an instance of circle and calculate its area  object = circle("red", 10)  object.calculate\_area()  print(object.color)  # Print the color  print(object.area)  # Print the area  print(object.radius)  # Print the radius  # Create an instance of rectangle and calculate its area  object = Rectangle("red", 10, 10)  object.calculate\_area()  print(object.color)  # Print the color  print(object.area)  # Print the area  print(object.length)  # Print the length  print(object.width)  # Print the width  # Create an instance of triangle and calculate its area  object = Triangle("red", 10, 10)  object.calculate\_area()  print(object.color)  # Print the color  print(object.area)  # Print the area  print(object.base)  # Print the base  print(object.height)  # Print the height |

OUTPUT-

![](data:image/png;base64,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)